The concept of quality gates has been successfully applied as a quality assurance mechanism in several industries. The quality gates approach combines aspects related to project management, decision modeling, and work flow management to increase measurability and promote quality. Software development and testing organizations are now investigating the use of this approach for the purposes of promoting software quality and improving software development processes. This paper summarizes prior literature on quality gates and applies the concept of quality gates to the software development context. It reports a case study of implementing quality gates in enterprise IT production process in the context of a large Fortune 500 company. A conceptual framework is also proposed to represent the various levels and disciplines where quality gates may be implemented. This framework suggests that 1) quality gates can be applied at many different levels throughout the organization such as system, project, and release, 2) the format of quality gates varies by level of implementation, 3) quality gates are useful both as part of an overarching software development methodology as well as for targeted IT projects where quality assurance standards have to be established for procedural success (e.g., transitioning enterprise data centers), and 4) more than the increased measurability promoted by quality gates, greater value may be yielded by a change in developers’ and testers’ mindset of building quality into the software product and development processes.
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IMPLEMENTING QUALITY GATES THROUGHOUT THE ENTERPRISE IT PRODUCTION PROCESS

INTRODUCTION

Most organizations are dependent on highly complex software packages to achieve their organizational/business objectives. Although the salient question for some of these organizations is which software to buy and how to configure and integrate it with existing systems, many organizations (including many Fortune 500 companies that use technology to sustain their competitive advantage) still must develop custom applications that need to work in concert with numerous other systems that have been developed in-house and/or acquired from software vendors. In such an environment, assuring software quality is a non-trivial task, and thus over the years numerous techniques have been introduced in an attempt to increase software quality. One such technique is the Quality Gates approach, which has been successfully applied in many industries for quality assurance during production processes.

This paper reviews literature on the origin of Quality Gates, the use of Quality Gates in manufacturing processes, and benefits and challenges in using Quality Gates. What follows is a discussion of how to combine the stage-gate project management model with various software development methodologies and how to use Quality Gates in the different phases of the systems development lifecycle. Then, a case study of implementing quality gates in enterprise IT production process is presented and a conceptual framework is proposed. The paper concludes with a discussion of the contributions and implications of our study.

OVERVIEW OF QUALITY GATES

Numerous quality assurance approaches have been adopted to increase the quality of the ultimate output of a production process. A relatively common technique is the Quality Gates approach. Quality Gates, when used in conjunction with project management, help manage the balance between cost, functionality, and quality.

Literature regarding Quality Gates as a Quality Management concept originated in the European Union. Quality Gates were initially applied to product development processes especially quality control in the automotive industry. Since then, Quality Gates have been more broadly applied to quality assurance and project management [20] [23].

The concept of Quality Gates is based on the stage-gate system initially presented in 1986 and later refined by other researchers (e.g., [22]). In order to apply this technique, a process must be broken down into several distinct phases. Then, quality checkpoints or gates are placed between phases as an explicit means of checking the quality of artifact that is being produced. Figure 1 [5] illustrates a simple example of a production process that incorporates stage gates.

![Figure 1: Overview of a Stage-Gate System](image-url)
In general, a Quality Gate marks the formal end to a particular process within a project, a “gate” through which the project proceeds from one phase to another. Each gate results in the certification that all appropriate work required to move products forward to subsequent project activities has been completed and reviewed and products meet specific quality expectations. Based on a set of pre-determined exit criteria established for each phase or milestone being certified, a Quality Gate results in a pass/fail decision for moving forward [6].

Over the years many different conceptualizations of Quality Gates have been proposed. Table 1 captures some of these perspectives. While there is no universally accepted definition across industries as to what a Quality Gate is or how it should be structured, certain regional or industry initiatives have emerged including the Transregional Collaborative Research Centre SFB/TR4 described in academic literature [21] and the trade press [3].

Table 1: Quality Gates Definitions

<table>
<thead>
<tr>
<th>Author</th>
<th>Definition</th>
</tr>
</thead>
</table>
| Charvat (2003) | • Formal checklists are used throughout the life of a project.  
                 • Formal sign-off and acceptance occurs at each gate.  
                 • Assessment of the quality and integrity of the product takes place.  
                 • Information is assured to be communicated to the correct stakeholders (i.e., deployment hands off to operations, etc.). |
| Flohr (2008)   | • Significant milestones and decision points with predefined and quality focused criteria                                              |
| Schneider (2004) | • “Quality Gate is a checkpoint consisting of a set of predesigned quality criteria that a project must meet in order to proceed from one stage of its life cycle to the next.  
                          Quality Gates thus serve as amendments to milestones and deliverables which meet predefined quality benchmarks” |

Quality Gates require the definition of specific entry and exit criteria. One typical criterion is the completion of deliverables to be exchanged between different phases of a process. Although Quality Gates are similar to milestones in that certain results are expected, Quality Gates are more flexible as they are not tied to a particular timeframe. Quality Gates can also serve as a point of synchronization of process results and entry and exit criteria must be met before the product is able to continue throughout the process. Quality Gates help to break down the overall requirements on the final process result into sub-targets for the single process steps and to clarify the internal dependencies of the process chain [25].

Historically Quality Gates have been viewed as binary checkpoints throughout a serial process where all of criteria have to pass in order to continue on to the next activity. However, Quality Gates criteria can also include the success of other Quality Gates in such a way that Quality Gates can be interconnected with each other [23]. Additionally, Quality Gates need not run only serially, but can (and often) run in parallel. That is, different sub-processes run independently but at some point filter together as products outputted from one phase are used as inputs for the next phase. Additionally, it is important to recognize that Quality Gates are often implemented on a very granular scale that they can be implemented at different levels of process abstraction. For example, a code-level Quality Gate might be established for assuring the quality of a piece of software code that a developer is implementing and at the same time a higher-level project-level Quality Gate may be established for determining whether or not the software project should be released on a particular date.

Numerous benefits of adopting Quality Gates have been identified in the extant literature. These benefits can generally be dichotomously categorized as benefits associated with the product itself or benefits to the production process. For instance, a benefit associated with the product would be the enhanced quality of the product as a result of a series of Quality Gates that were implemented. The production process also sees direct benefits from Quality Gates such as increased communication between teams. Table 2 summarizes some of the benefits of implementing Quality Gates as identified in the literature.
Table 2: Quality Gates Benefits

<table>
<thead>
<tr>
<th>Category</th>
<th>Benefit</th>
<th>Description</th>
<th>Source</th>
</tr>
</thead>
</table>
| Product           | Ability to assess quality      | Q-gates provide a mechanism for the project team to readily assess the quality of their work products throughout the project life cycle and improve quality at the source.  

  Improve status visibility  

  Measure the current project status more efficiently and effectively  

  Q-gates ensure that intermediate work products meet the needs of downstream activities through a formal, disciplined process. Problems, their resolution, and opportunities for improvement are identified; and risk assessment or escalation procedures are invoked, if appropriate.  

  The quality of the single process step output is measurable and controllable for every process participant. | Younack [27]  

  Schneider [23]  

  Schneider [23]  

  Younack [27]  

  Valeri and Rozenfeld [24] |
| Product           | Decreased project risk        | Minimizing project risk through phase-by-phase checklists | Charvat [3] |
| Process           | Reduced development time      | Reducing development cycle time—getting it done right the first time | Charvat [3] |
| Process           | Enhanced project communication| Q-gates enhance project communications, thereby resulting in improved management of the expectations of key stakeholders through their participation in Q-gate certifications.  

  Enabling project managers to continuously communicate the process and build quality directly into the project | Younack [27]  

  Charvat [3] |
| Process           | Focus on Quality             | Increasing focus by project team on a well-designed product | Charvat [3] |
| Process           | Better planning and control  | Better support planning  

  The Quality Gate concept helps to overcome the complexity in the planning and control of production process chains  

  Better control necessary changes or improvements | Schneider [23]  

  Valeri and Rozenfeld [24]  

  Schneider [23] |
| Process           | Shared Responsibility        | Project stakeholders share responsibility with the project manager for the project’s quality outcome. | Younack [27] |

Despite the salient benefits of using Quality Gates, there are still numerous challenges associated with implementing Quality Gates. For example, in order to be able to implement Quality Gates, production processes must be decomposed into discrete phases. In addition, each Quality Gate is often characterized by its entry and exit criteria. Because in many environments the production process spans teams, departments, or organizations, agreeing on useful entry and exit criteria can be challenging as all parties may not share a common vision of what is requisite for quality at a particular stage or may be biased due to differing perspectives/cultures. More importantly, a major task for organizations that implement Quality Gates is determining where during the
production process they should be implemented, how to structure and define Quality Gate criteria and how Quality Gates relate to each other. We suggest that organizations address at least the following questions prior to implementing Quality Gates:

- Where should Quality Gates be implemented?
- What types of Quality Gates should be implemented?
- What should the entry and exit criteria be for each Quality Gate?
- Who is responsible for monitoring each Quality Gate?
- How will the results of the Quality Gate criteria be used in decision making related to the subsequent stages of the production process?

**QUALITY GATES IN SOFTWARE DEVELOPMENT**

A few researchers have outlined combining stage-gate project management models with various software development methodologies. For example, Karlstrom and Runeson [12] investigate the introduction of an agile software development process within a traditional stage-gate model and identified challenges as well as success factors in the integration process. Wallin et al. [26] also propose an integration of software development life-cycle models (SDLM) and business decision models such as Cooper’s Stage-Gate Process Model by demonstrating that the latter can be mapped to the major milestones in both the unified process and extreme programming. Finally, Nguyen [13] proposes a decision model for managing software development projects. The motivation of this study is somewhat similar to the study of Wallin et al [26] in that both studies try to bridge the gap between SDLMs and business decision-making. The decision model consists of a set of indicators, which link tasks performed during each phase of the software development process (i.e., project definition, requirements, design, and implementation) and the responsible managers. The quality of the tasks is assessed based on their completeness, correctness, consistency, and compliance. The model is then illustrated using a prototypical web-based implementation. The above studies generally discuss the integration of stage-gate models and software development life-cycle models at a high level with limited details on how Quality Gates are actually implemented (e.g., types of gates, gate criteria).

From a practical standpoint, a number of researchers and practitioners have provided some guidelines for implementing Quality Gates in each phase of the SDLC. For example, Tarrani and Zarate [24] break the software development process into nine distinct phases: requirements, design, build, product test, quality assurance, roll-out, roll-out post implementation validation, roll-out release, and operation. They propose that a quality gate be implemented after the conclusion of one phase and before the initiation of the next phase. They not only list some possible deliverables and responsible parties at each gate but also identify the criteria for the gates and sample metrics for the criteria. Table 3 provides sample Quality Gate criteria for the “build” phase in systems development lifecycle (SDLC) as proposed by Tarrani and Zarate [24]. Similarly, Farrell-Vinay [19] identifies several Quality Gates throughout the SDLC including requirements review, architectural design review, code review, system test, and deployment. In addition, Salger et al. (2009) focus on the design phase of information systems development and present detailed Quality Gates for software specification. Chenal and Schwartz [4] provide some practical guidelines for improving the software development process. One of these guidelines is that Quality Gates and criteria should be defined at the beginning of the unit testing phase, the integration testing phase, the system testing phase, and the user acceptance testing phase.

Furthermore, Quality Gates have been adopted by organizations such as Fidelity International, United States Department Veteran Affairs, and Microsoft Visual Studio Team for quality assurance purposes. For example, Fidelity International reported that six Quality Gates (pre-project, business study, functional model/design-build iterative, system integration testing and user acceptance testing, implementation, and post-project) were used with its agile software development method. What is interesting about these Quality Gates is that they consist of multiple criteria with a pre-determined weighting scheme and that the quality score at each gate is calculated based on the weighted sum of individual criterion scores. Although this weighted calculation approach for quality scores may require more effort in the initial identification of all possible quality criteria, it allows project managers and other responsible personnel to adjust the weightings of certain criteria based on the specific nature of each project.

Table 3: Sample Quality Gate for the Build Phase of SDLC (adapted from [24])

<table>
<thead>
<tr>
<th>Responsible</th>
<th>Deliverables</th>
<th>Quality Gate (Conditions to be met/ deliverable characteristics)</th>
<th>SQA Metrics (Defects Injected in Phase)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Developers</td>
<td>• Code(Source code, compiler object code and linked object modules, executable code, objects and classes)</td>
<td>• Executable code passes unit and integration tests</td>
<td>• # unit test failures</td>
</tr>
<tr>
<td>Technical</td>
<td>• DDL (Data Definition Language) scripts</td>
<td>• Schema verification against database design documentation (includes validation of DDL scripts)</td>
<td>• # integration test failures</td>
</tr>
<tr>
<td>Writers</td>
<td>• Database Creation</td>
<td>• Data dictionary matches schema</td>
<td>• # build discrepancies</td>
</tr>
<tr>
<td>Configuration</td>
<td>• DML scripts (Data Manipulation Scripts – Queries, etc.) (SQL, SQL* Plus, PL/SQL, etc.)</td>
<td>• Data dictionary, schema, and data documentation validated against one another</td>
<td>• # instances of script rework</td>
</tr>
<tr>
<td>Manager</td>
<td>• Stored procedures, triggers and encoded business rules</td>
<td>• Stored procedures and triggers return expected results</td>
<td>• # discrepancies found during scheme verification</td>
</tr>
<tr>
<td>(Software</td>
<td>• Server side scripts (csh, pearl, cgi, etc.)</td>
<td>• DML and server side scripts validated</td>
<td>• # discrepancies found in schema documentation (traceability, factual errors, instances of missing information)</td>
</tr>
<tr>
<td>and</td>
<td>• Data dictionary</td>
<td>• All documentation changes are traceable to source of/reason for change</td>
<td>• Documentation follows FSS standards (Yes/No)</td>
</tr>
<tr>
<td>documentati</td>
<td>• Data documentation (keys, constraints, E-R diagrams, triggers and stored procedures)</td>
<td>• All documentation matches system as built</td>
<td>• # source code reconciliation failures between code base and library control logs</td>
</tr>
<tr>
<td>on control</td>
<td>• Technical documentation</td>
<td>• Source code changes (including code, DDL/DML and server side scripts) can be traced to source of/reason for change</td>
<td>• # errors in build analysis</td>
</tr>
<tr>
<td></td>
<td>• Operational documentation</td>
<td>• Code base is reconciled with library control logs</td>
<td>• # errors in release notes</td>
</tr>
<tr>
<td></td>
<td>• User documentation</td>
<td>• A build analysis is provided with the product</td>
<td>(missing, incomplete or inaccurate information)</td>
</tr>
<tr>
<td></td>
<td>• Findings from peer, preliminary and critical reviews of all documentation</td>
<td>• Release notes are provided with the product</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Library control logs (manual or automated)</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Build analysis</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Release notes</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Can also include:</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Object request broker configuration</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Access control list development</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

As another example of applying Quality Gates to software development, a team working on Microsoft Visual Studio has also adopted Quality Gates to improve software quality [18]. Before a feature can be checked into and integrated into the main product, it must go through a set of Quality Gates to ensure the quality and stability of the final product. These Quality Gates may include static code analysis, code coverage, localization testing, security implication analysis, API reviews, and so on.

Overall, the existing literature has identified that Quality Gates can be applied throughout the software development life cycle or within the development and testing domains. Yet, most studies so far have primarily focused on quality gates within the scope of a project. As such, we propose in this study that quality gates can be adopted as a mechanism to achieve better quality assurance throughout the enterprise IT production process. In the following section, we present a case study in the context of a large organization in the process of implementing quality gates.
CASE STUDY OF IMPLEMENTING QUALITY GATES TO SOFTWARE DEVELOPMENT LIFE CYCLE

FedEx is a Fortune 500 company with a diverse and complex software application portfolio that consists of customer facing applications, middleware applications, and backend systems that need to operate in concert in order to provide the best customer experience. Although the organization utilizes existing technologies and some commercial software products, a significant portion of the applications are developed in-house following a standardized software development process. Due to the complex nature of this portfolio (e.g., number, type, and interdependency of applications) and the composition of the software development teams (e.g., size, skill set, and process maturity), software quality assurance is especially critical to corporate revenues and customer satisfaction. As a part of the software quality assurance initiative, alternative approaches were considered to resolve the inconsistent levels of the quality of the code coming from disparate development groups, which are housed in multiple operational divisions.

In July of 2008, the enterprise testing organization within FedEx was renamed to Software Quality Assurance, with an expanded charter to provide processes and measurements to ensure software quality. Soon after, several quality improvement efforts (e.g., QA Prescripts, enterprise-wide IT renewal, improvements to the Global Development Process) were undertaken to develop key quality standards throughout the software development lifecycle, to improve standardization of development and testing deliverables, and to improve metrics around test coverage of requirements.

Subsequently, a special task team was set up to investigate the potential of Quality Gates as an approach to promoting software quality. The team consisted of an external consultant, vendor team and staff members from various areas in FedEx including Software Quality Assurance, Information Security, Revenue Systems, eCommerce, and Enterprise Architecture.

A FRAMEWORK OF QUALITY GATES FOR ENTERPRISE IT PRODUCTION PROCESS

In collaboration with a team from FedEx Software Quality Assurance and based on an extensive review of scholarly and practical studies, a framework for implementing quality gates for enterprise IT production process was developed as in Figure 2.

Like most Quality Gates research in software development, the framework captures the idea that Quality gates can be implemented as gates between software development phases (e.g., scope, build, and test). The framework characterizes these lowest-level quality gates as Heartbeat-level Quality Gates [16]. In general these gates combined with objective and metric-based criteria most often result in a pass or fail outcome. Typically these heartbeat-level metrics are gathered by automated tools. Some tools analyze the artifact itself only (e.g., syntactical analysis) whereas other tools examine the artifact in combination with other supplemental code that exercises the artifact (e.g., passing or failing or unit tests, code coverage).

From an intra-system perspective, these heartbeat-level gates are implemented within the production process for different disciplines (e.g., physical infrastructure and services, back-end/data systems, middleware, end-user applications) that are involved with producing a software system. For example, physical infrastructure and services might go through a scope, build, and test production process to ready the physical environment for downstream disciplines. Between each of these phases, specific low-level quality gates may be implemented to ascertain the quality of the software components in meeting its pre-determined objectives. Subsequently, other disciplines (e.g., back-end/data systems, middleware, end-user applications) will follow a similar pattern of implementing discipline-specific quality gates between the same phases.

At the end of each discipline’s production process for the particular component, another quality gate is implemented to ensure that the quality is adequate for downstream disciplines to utilize. Although the production process for each discipline typically requires the completion of upstream discipline activities to be completed before finalizing its product, often some portion of the process may occur simultaneously. When the application production process is complete, which necessitates the artifact produced by other disciplines to have passed through intra-discipline and inter-discipline gates, the products have to pass through another quality gate before beginning systems testing.

Unlike most existing work related to Quality Gates, the framework also suggests that strategic-level Quality Gates should be implemented between layers of the enterprise IT production process. Strategic-level Quality Gates improve the ability to assess the current state of IT systems’ quality through increased transparency and allow management to make more accurate risk-based decisions. While many of the decisions made at higher-levels of the software process
(e.g., whether to include specific system changes in a particular project, whether or not a particular project should be released) still incorporate subjective evaluations of information streams, strategic-level Quality Gates attempt to reduce the subjectivity by introducing further structure/criteria to the decision making process. Furthermore, strategic-level Quality Gates often utilize abstract heart-beat level Quality Gate outcomes for use in the decision process thus increasing the objectivity of the information used in the decision making process. Different levels of management are focused on different boundaries and hence Quality Gates should be implemented between various layers of the overall enterprise IT production process including system-project, project-release, release and IT, and the alignment between IT and business.

**Figure 2: A Framework for Quality Gates for Enterprise IT Production Process**

**INITIAL IMPLEMENTATION OF THE FRAMEWORK**

The focus of the initial Quality Gates effort at FedEx was placed on intra-system heartbeat level quality gates. Automated static code analysis and code coverage analysis have been implemented during the build and test phases to improve code quality upon entry into the system testing phase.

The objective of performing static code analysis using an automated tool is to detect problematic
programming practices and potential errors without actual execution during the development stage. Static code analysis has the potential to: 1) decrease production defects that are undetectable during black box unit testing and system testing, 2) increase productivity and code consistency due to adoption of good programming practices among large development teams, and 3) comply with internal or regulatory software quality initiatives. An open source software product for the static code analysis was adopted by the quality gates team to perform static code analysis using eleven customized rules sets (e.g., basic rule set, design rule set, optimization rule set) that are most applicable to the organization. This code analysis tool is capable of identifying potential problems in code such as suboptimal code, duplicated code, overcomplicated expressions, etc. Based on reports generated by code scans of this code analysis tool, developers now update their source code to ensure that all violations have been corrected.

The objective of performing code coverage analysis is to determine a quantitative measure of the percentage of program statements, branches, or paths that are executed by test cases in unit testing, integration testing, and system testing. A code coverage analyzer software was adopted to automate this process and the code coverage quality gate criterion is 90% unit test code coverage using structured testing/basis path testing.

These two quality gates are implemented between the build and test phases of the application discipline as an initial step in identifying and specifying quality gates throughout the enterprise IT production process. In addition, a process is under way to develop plans to implement heartbeat level quality gates for the other disciplines within the intra-system perspective. The next stage of implementing quality gates may focus on requirements documents (semantic scanning and requirements coverage), interfaces, or segmented testing. Additionally, implementation of strategic level quality gates throughout the organization will be investigated in more detail.

CONCLUSION AND FUTURE RESEARCH

Quality Gates have been used in variety of industries in order to increase quality of the artifacts that are the result of a production process. Quality Gates, which are normally implemented as entry and exit criteria between phases of a serial process, have been explored for use in software development. In this article we presented an overview of how Quality Gates have previously been applied and then proposed a framework of applying quality gates for enterprise IT production process.

Theoretically, building upon previous studies that have traditionally examined quality gates during the software development life cycle, this study proposes a holistic framework of implementing quality gates throughout the enterprise IT production process. In addition, we distinguish among quality gates at various levels such as intra-system level, project level, system level, release level, etc. Practically, the proposed framework provides guidance to organizations interested in implementing quality gates for software quality assurance.

Future research may focus on the quality gates implementation process at various levels of the software production process. It would also be interesting to explore how quality metrics obtained from heartbeat level quality gates can be used as criteria in strategic level quality gates. Another direction for our future research is to empirically investigate the organizational impact of quality gates implementation.
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